**Problem Statement**

Write a program to manipulate an undirected graph using an adjacency matrix.

Initially, the graph is empty, and edges are added to connect pairs of vertices. After creating the graph, display the corresponding adjacency matrix.

Subsequently, remove one edge based on user input and display the updated adjacency matrix.

**Input format :**

The first line of input contains an integer **V,**representing the number of vertices in the graph.

The second line contains an integer**E,** representing the number of edges to be added to the graph.

The following **E** lines each contain two integers **src** and **dest**, representing an edge between vertices src and dest.

The last line is two integers, **src** and **dest** of vertices which are to be removed.

**Output format :**

The first line of output prints "Original Adjacency Matrix:"

Followed by the adjacency matrix representation with each row indicating a vertex and its connections to other vertices.

After a new line, "Adjacency Matrix after removing the edge:" is printed.

Then, the modified adjacency matrix is displayed, showing the effect of removing the specified edge. Again, each row represents a vertex and its connections to other vertices.

**Refer to the sample output for formatting specifications.**

**Code constraints :**

In this scenario, the given test cases will fall under the following constraints:

1 ≤ V ≤ 100

0 ≤ E ≤ N\*(N-1)/2 (Maximum possible edges without parallel edges and self-loops)

0 ≤ src, dest < V

**Sample test cases :**

**Input 1 :**

4

5

0 1

0 2

1 2

2 0

2 3

2 3

**Output 1 :**

Original Adjacency Matrix:

0 : 0 1 1 0

1 : 1 0 1 0

2 : 1 1 0 1

3 : 0 0 1 0

Adjacency Matrix after removing the edge:

0 : 0 1 1 0

1 : 1 0 1 0

2 : 1 1 0 0

3 : 0 0 0 0

**Input 2 :**

3

3

0 1

1 2

0 2

1 2

**Output 2 :**

Original Adjacency Matrix:

0 : 0 1 1

1 : 1 0 1

2 : 1 1 0

Adjacency Matrix after removing the edge:

0 : 0 1 1

1 : 1 0 0

**OUTPUT:**

class GraphManipulation {

  public static void main(String[] args) {

      // Static data for testing

      int V = 4;  // Number of vertices

      int E = 5;  // Number of edges

      // Initialize the adjacency matrix

      int[][] adjMatrix = new int[V][V];

      // Static edges

      int[][] edges = {

          {0, 1},

          {0, 2},

          {1, 2},

          {2, 0},

          {2, 3}

      };

      // Add edges to the adjacency matrix

      for (int i = 0; i < E; i++) {

          int src = edges[i][0];

          int dest = edges[i][1];

          adjMatrix[src][dest] = 1;

          adjMatrix[dest][src] = 1; // Since the graph is undirected

      }

      // Display the original adjacency matrix

      System.out.println("Original Adjacency Matrix:");

      printAdjMatrix(adjMatrix, V);

      // Static edge to be removed

      int removeSrc = 2;

      int removeDest = 3;

      adjMatrix[removeSrc][removeDest] = 0;

      adjMatrix[removeDest][removeSrc] = 0; // Since the graph is undirected

      // Display the updated adjacency matrix

      System.out.println("\nAdjacency Matrix after removing the edge:");

      printAdjMatrix(adjMatrix, V);

  }

  private static void printAdjMatrix(int[][] adjMatrix, int V) {

      for (int i = 0; i < V; i++) {

          System.out.print(i + " : ");

          for (int j = 0; j < V; j++) {

              System.out.print(adjMatrix[i][j] + " ");

          }

          System.out.println();

      }

  }

}

**Detailed code:**

import java.util.Scanner;

class GraphManipulation {

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        // Read the number of vertices (cities)

        int V = scanner.nextInt();

        // Initialize the adjacency matrix with V vertices

        int[][] adjMatrix = new int[V][V];

        // Read the number of edges (direct routes)

        int E = scanner.nextInt();

        // Add edges to the adjacency matrix based on user input

        for (int i = 0; i < E; i++) {

            int src = scanner.nextInt();  // Source vertex of the edge

            int dest = scanner.nextInt(); // Destination vertex of the edge

            adjMatrix[src][dest] = 1;     // Set the value to 1 indicating an edge exists

            adjMatrix[dest][src] = 1;     // Since the graph is undirected, set the symmetric value

        }

        // Display the original adjacency matrix

        System.out.println("Original Adjacency Matrix:");

        printAdjMatrix(adjMatrix, V);

        // Read the edge to be removed

        int removeSrc = scanner.nextInt();  // Source vertex of the edge to be removed

        int removeDest = scanner.nextInt(); // Destination vertex of the edge to be removed

        adjMatrix[removeSrc][removeDest] = 0; // Remove the edge by setting the value to 0

        adjMatrix[removeDest][removeSrc] = 0; // Since the graph is undirected, remove the symmetric edge

        // Display the updated adjacency matrix

        System.out.println("\nAdjacency Matrix after removing the edge:");

        printAdjMatrix(adjMatrix, V);

        scanner.close();

    }

    // Helper method to print the adjacency matrix

    private static void printAdjMatrix(int[][] adjMatrix, int V) {

        for (int i = 0; i < V; i++) {           // Loop through each vertex

            System.out.print(i + " : ");        // Print the vertex number followed by its connections

            for (int j = 0; j < V; j++) {       // Loop through the connections of the vertex

                System.out.print(adjMatrix[i][j] + " "); // Print the connection value (0 or 1)

            }

            System.out.println();               // Move to the next line for the next vertex

        }

    }

}

**Detailed Explanation:**

1. **Import Statements:**
   * We import java.util.Scanner to read input from the user.
2. **Main Method:**
   * Scanner scanner = new Scanner(System.in);: Initializes a Scanner object to read user input.
3. **Reading the Number of Vertices:**
   * int V = scanner.nextInt();: Reads the number of vertices (V) from user input.
4. **Initializing the Adjacency Matrix:**
   * int[][] adjMatrix = new int[V][V];: Creates a V x V adjacency matrix initialized to zeros.
5. **Reading the Number of Edges:**
   * int E = scanner.nextInt();: Reads the number of edges (E) from user input.
6. **Adding Edges to the Adjacency Matrix:**
   * The for loop iterates E times to read src (source vertex) and dest (destination vertex) for each edge.
   * adjMatrix[src][dest] = 1; and adjMatrix[dest][src] = 1;: Sets the corresponding entries in the adjacency matrix to 1 to indicate the presence of an edge (since the graph is undirected).
7. **Displaying the Original Adjacency Matrix:**
   * printAdjMatrix(adjMatrix, V);: Calls the printAdjMatrix method to display the adjacency matrix.
8. **Reading the Edge to be Removed:**
   * int removeSrc = scanner.nextInt(); and int removeDest = scanner.nextInt();: Reads the source and destination vertices of the edge to be removed.
   * adjMatrix[removeSrc][removeDest] = 0; and adjMatrix[removeDest][removeSrc] = 0;: Sets the corresponding entries in the adjacency matrix to 0 to remove the edge.
9. **Displaying the Updated Adjacency Matrix:**
   * printAdjMatrix(adjMatrix, V);: Calls the printAdjMatrix method to display the updated adjacency matrix.
10. **Closing the Scanner:**
    * scanner.close();: Closes the Scanner object to free resources.
11. **Helper Method printAdjMatrix:**
    * This method iterates through the adjacency matrix and prints it in a readable format, showing which vertices are connected.

This structure allows for easy modification and understanding of the program's flow. The adjacency matrix clearly shows the connections between vertices before and after removing an edge.

**Problem Statement**

Given the number of vertices and edges of a directed graph, the task is to represent the adjacency list.

![](data:image/png;base64,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)

**Example**

**Input:**

V = 3, edges[][]= {{0, 1}, {1, 2} {2, 0}}

**Output:**

0 -> 1

1 -> 2

2 -> 0

**Explanation:**

The output represents the adjacency list for the given graph.

**Input format :**

The first line of input consists of two integers representing the number of vertices (V) and edges (E), separated by a space.

The following E lines consist of two space-separated integers each, representing the connection of vertices.

**Output format :**

The output prints the adjacency list representation of the graph, where each line corresponds to a vertex followed by its neighbouring vertices separated by a space.

**Refer to the sample output for formatting specifications.**

**Code constraints :**

1 ≤ V, E ≤ 10

**Sample test cases :**

**Input 1 :**

3 3

0 1

1 2

2 0

**Output 1 :**

0 -> 1

1 -> 2

2 -> 0

**Input 2 :**

4 5

0 1

1 2

1 3

2 3

3 0

**Output 2 :**

0 -> 1

1 -> 2 3

2 -> 3

3 -> 0

**Solution:**

import java.util.ArrayList;

import java.util.List;

import java.util.Scanner;

class DirectedGraphAdjacencyList {

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        // Read the number of vertices (V) and edges (E)

        int V = scanner.nextInt();

        int E = scanner.nextInt();

        // Initialize the adjacency list

        List<List<Integer>> adjList = new ArrayList<>();

        // Create an empty list for each vertex

        for (int i = 0; i < V; i++) {

            adjList.add(new ArrayList<>());

        }

        // Read the edges and populate the adjacency list

        for (int i = 0; i < E; i++) {

            int src = scanner.nextInt();  // Source vertex of the edge

            int dest = scanner.nextInt(); // Destination vertex of the edge

            adjList.get(src).add(dest);   // Add the destination vertex to the adjacency list of the source vertex

        }

        // Display the adjacency list

        for (int i = 0; i < V; i++) {

            System.out.print(i + " ->"); // Print the vertex number followed by its connections

            for (Integer dest : adjList.get(i)) {

                System.out.print(" " + dest); // Print each connected vertex

            }

            System.out.println(); // Move to the next line for the next vertex

        }

        scanner.close();

    }

}

**Detailed Explanation:**

1. **Import Statements:**
   * import java.util.ArrayList;
   * import java.util.List;
   * import java.util.Scanner;
   * These imports are required for using the ArrayList, List, and Scanner classes.
2. **Main Class and Method:**
   * class DirectedGraphAdjacencyList { ... }
   * public static void main(String[] args) { ... }
   * This is the main class and method where the program execution begins.
3. **Reading Input:**
   * Scanner scanner = new Scanner(System.in);
   * Initializes a Scanner object to read user input.
   * int V = scanner.nextInt();
   * Reads the number of vertices (V) from user input.
   * int E = scanner.nextInt();
   * Reads the number of edges (E) from user input.
4. **Initializing the Adjacency List:**
   * List<List<Integer>> adjList = new ArrayList<>();
   * Creates an adjacency list where each element is a list representing the vertices connected to the corresponding vertex.
   * for (int i = 0; i < V; i++) { adjList.add(new ArrayList<>()); }
   * Initializes an empty list for each vertex in the graph.
5. **Reading Edges and Populating the Adjacency List:**
   * for (int i = 0; i < E; i++) { ... }
   * Iterates E times to read src (source vertex) and dest (destination vertex) for each edge.
   * int src = scanner.nextInt(); and int dest = scanner.nextInt();
   * Reads the source and destination vertices of an edge.
   * adjList.get(src).add(dest);
   * Adds the destination vertex to the list of the source vertex, representing a directed edge from src to dest.
6. **Displaying the Adjacency List:**
   * for (int i = 0; i < V; i++) { ... }
   * Iterates through each vertex to print its adjacency list.
   * System.out.print(i + " ->");
   * Prints the vertex number followed by its connections.
   * for (Integer dest : adjList.get(i)) { System.out.print(" " + dest); }
   * Iterates through the list of each vertex and prints the connected vertices.
   * System.out.println();
   * Moves to the next line for the next vertex.
7. **Closing the Scanner:**
   * scanner.close();
   * Closes the Scanner object to free up resources.

This program reads the number of vertices and edges from the user, constructs the adjacency list for a directed graph based on the provided edges, and then prints the adjacency list in a readable format.

import java.util.ArrayList;

import java.util.List;

class DirectedGraphAdjacencyList {

    public static void main(String[] args) {

        // Static number of vertices (V) and edges (E)

        int V = 5;  // Number of vertices

        int E = 6;  // Number of edges

        // Initialize the adjacency list

        List<List<Integer>> adjList = new ArrayList<>();

        // Create an empty list for each vertex

        for (int i = 0; i < V; i++) {

            adjList.add(new ArrayList<>());

        }

        // Static edge data

        int[][] edges = {

            {0, 1},

            {0, 2},

            {1, 2},

            {2, 0},

            {2, 3},

            {3, 3}

        };

        // Populate the adjacency list with static edge data

        for (int i = 0; i < E; i++) {

            int src = edges[i][0];  // Source vertex of the edge

            int dest = edges[i][1]; // Destination vertex of the edge

            adjList.get(src).add(dest);   // Add the destination vertex to the adjacency list of the source vertex

        }

        // Display the adjacency list

        for (int i = 0; i < V; i++) {

            System.out.print(i + " ->"); // Print the vertex number followed by its connections

            for (Integer dest : adjList.get(i)) {

                System.out.print(" " + dest); // Print each connected vertex

            }

            System.out.println(); // Move to the next line for the next vertex

        }

    }

}

**Explanation:**

1. **Static Number of Vertices and Edges:**
   * int V = 5; and int E = 6;
   * These lines define the number of vertices and edges in the graph.
2. **Initialization of Adjacency List:**
   * List<List<Integer>> adjList = new ArrayList<>();
   * Creates the adjacency list as before.
3. **Creating Empty Lists for Each Vertex:**
   * for (int i = 0; i < V; i++) { adjList.add(new ArrayList<>()); }
   * Initializes an empty list for each vertex.
4. **Static Edge Data:**
   * int[][] edges = { {0, 1}, {0, 2}, {1, 2}, {2, 0}, {2, 3}, {3, 3} };
   * This array represents the edges of the graph in a 2D array format, where each inner array contains the source and destination vertices of an edge.
5. **Populating the Adjacency List:**
   * for (int i = 0; i < E; i++) { ... }
   * Iterates through the static edge data to populate the adjacency list.
6. **Displaying the Adjacency List:**
   * for (int i = 0; i < V; i++) { ... }
   * Iterates through each vertex to print its adjacency list.

This static version of the program initializes the graph with predefined vertices and edges, constructs the adjacency list, and prints it, making it easy to visualize the graph structure without user input.

**Problem Statement**

Guide Bharath in designing a program to manage an undirected graph where you can add edges between vertices and display the adjacency list. After building the graph, remove an edge specified by the user and display the updated adjacency list.

**Input format :**

The first line of input contains an integer **V,**representing the number of vertices in the graph.

The second line contains an integer**E,** representing the number of edges to be added to the graph.

The following **E** lines each contain two integers **src** and **dest**, representing an edge between vertices src and dest.

The last line is two integers, **src** and **dest** of vertices which are to be removed.

**Output format :**

The output prints the adjacency list of the graph for each vertex after removing the specified edges.

**Refer to the sample output for formatting specifications.**

**Code constraints :**

In this scenario, the given test cases will fall under the following constraints:

1 ≤ V ≤ 100

0 ≤ E ≤ N\*(N-1)/2 (Maximum possible edges without parallel edges and self-loops)

0 ≤ src, dest < V

**Sample test cases :**

**Input 1 :**

4

5

0 1

0 2

1 2

2 0

2 3

2 3

**Output 1 :**

Adjacent vertices of vertex 0: 1 2

Adjacent vertices of vertex 1: 0 2

Adjacent vertices of vertex 2: 0 1

Adjacent vertices of vertex 3:

**Input 2 :**

4

4

0 1

0 2

1 2

2 3

0 2

**Output 2 :**

Adjacent vertices of vertex 0: 1

Adjacent vertices of vertex 1: 0 2

Adjacent vertices of vertex 2: 1 3

Adjacent vertices of vertex 3: 2

**Solution:**

import java.util.ArrayList;

import java.util.List;

class UndirectedGraphAdjacencyList {

    public static void main(String[] args) {

        // Static number of vertices (V)

        int V = 5;

        // Initialize the adjacency list

        List<List<Integer>> adjList = new ArrayList<>();

        // Create an empty list for each vertex

        for (int i = 0; i < V; i++) {

            adjList.add(new ArrayList<>());

        }

        // Static edge data

        int[][] edges = {

            {0, 1},

            {0, 4},

            {1, 2},

            {1, 3},

            {1, 4},

            {2, 3},

            {3, 4}

        };

        // Number of edges (E)

        int E = edges.length;

        // Populate the adjacency list with static edge data

        for (int i = 0; i < E; i++) {

            int src = edges[i][0];

            int dest = edges[i][1];

            adjList.get(src).add(dest);

            adjList.get(dest).add(src); // Since the graph is undirected

        }

        // Static edge to be removed

        int removeSrc = 1;

        int removeDest = 4;

        // Remove the edge from the adjacency list

        adjList.get(removeSrc).remove((Integer) removeDest);

        adjList.get(removeDest).remove((Integer) removeSrc); // Since the graph is undirected

        // Display the updated adjacency list

        for (int i = 0; i < V; i++) {

            System.out.print("Adjacent vertices of vertex " + i + ":");

            for (Integer vertex : adjList.get(i)) {

                System.out.print(" " + vertex);

            }

            System.out.println();

        }

    }}

**Explanation:**

1. **Static Number of Vertices and Edges:**
   * int V = 5;
   * Defines the number of vertices in the graph.
2. **Initialization of Adjacency List:**
   * List<List<Integer>> adjList = new ArrayList<>();
   * Creates the adjacency list as before.
3. **Creating Empty Lists for Each Vertex:**
   * for (int i = 0; i < V; i++) { adjList.add(new ArrayList<>()); }
   * Initializes an empty list for each vertex.
4. **Static Edge Data:**
   * int[][] edges = { {0, 1}, {0, 4}, {1, 2}, {1, 3}, {1, 4}, {2, 3}, {3, 4} };
   * This array represents the edges of the graph in a 2D array format, where each inner array contains the source and destination vertices of an edge.
5. **Populating the Adjacency List:**
   * for (int i = 0; i < E; i++) { ... }
   * Iterates through the static edge data to populate the adjacency list.
6. **Static Edge to be Removed:**
   * int removeSrc = 1;
   * int removeDest = 4;
   * Defines the edge to be removed from the graph.
7. **Removing the Edge:**
   * adjList.get(removeSrc).remove((Integer) removeDest);
   * adjList.get(removeDest).remove((Integer) removeSrc);
   * Removes the specified edge from both vertices' adjacency lists since the graph is undirected.
8. **Displaying the Updated Adjacency List:**
   * for (int i = 0; i < V; i++) { ... }
   * Iterates through each vertex to print its adjacency list.

This static version of the program initializes the graph with predefined vertices and edges, constructs the adjacency list, removes a specified edge, and prints the updated adjacency list, making it easy to visualize the graph structure without user input.

In Java, when working with collections like ArrayList, the get and remove methods are used to retrieve and manipulate elements. The line adjList.get(removeSrc).remove((Integer) removeDest); utilizes these methods, and here's a detailed explanation of each component:

**Breakdown of the Code**

1. **adjList.get(removeSrc)**:
   * adjList is a List<List<Integer>>, which means it's a list of lists. Each inner list represents the adjacency list for a particular vertex.
   * adjList.get(removeSrc) retrieves the list of adjacent vertices for the vertex removeSrc. This list is an ArrayList<Integer>.
2. **remove((Integer) removeDest)**:
   * The remove method is used to remove a specific element from a list.
   * removeDest is an int representing the vertex you want to remove from the adjacency list of removeSrc.
   * To ensure that the remove method interprets removeDest as an Integer object (and not just an int), you use (Integer) removeDest. This is necessary because ArrayList's remove method has two overloads:
     + One that takes an int index.
     + One that takes an Object (in this case, Integer).
   * By casting removeDest to Integer, you are explicitly specifying that you want to remove the Integer object with the value of removeDest, not an element at a specific index.

**Detailed Explanation:**

* **Casting (Integer) removeDest**:
  + **Purpose**: The ArrayList class has two remove methods: one that removes by index and another that removes by object. Casting to Integer tells the method to remove the object with that value.
  + **Reason**: Java's ArrayList can sometimes confuse an int for an index if it has overloaded methods. By casting to Integer, you ensure that the remove method treats the input as the object to be removed, not an index.
* **Usage**:
  + adjList.get(removeSrc).remove((Integer) removeDest);:
    - This line removes the removeDest vertex from the adjacency list of removeSrc. This effectively deletes the edge between removeSrc and removeDest in the undirected graph.
  + adjList.get(removeDest).remove((Integer) removeSrc);:
    - This line removes the removeSrc vertex from the adjacency list of removeDest. This completes the removal of the edge in both directions, ensuring that the graph remains consistent as an undirected graph.

**Summary:**

* **get(index)**: Retrieves the list of adjacent vertices for the specified vertex index from the adjacency list.
* **remove(object)**: Removes the first occurrence of the specified object from the list. By casting removeDest to Integer, you ensure that the remove method removes the object with that value, not an index.

This approach ensures that you properly manage the adjacency list when an edge is removed, maintaining the integrity of the graph's structure.

import java.util.ArrayList;

import java.util.List;

import java.util.Scanner;

class UndirectedGraphAdjacencyList {

    public static void main(String[] args) {

        // Create a Scanner object to read user input

        Scanner scanner = new Scanner(System.in);

        // Prompt and read the number of vertices in the graph

        int V = scanner.nextInt();

        // Initialize the adjacency list where each vertex has its own list

        List<List<Integer>> adjList = new ArrayList<>();

        for (int i = 0; i < V; i++) {

            // Create an empty list for each vertex

            adjList.add(new ArrayList<>());

        }

        // Prompt and read the number of edges in the graph

        int E = scanner.nextInt();

        // Read the edges and populate the adjacency list

        //System.out.println("Enter the edges (src dest): ");

        for (int i = 0; i < E; i++) {

            // Read the source and destination of each edge

            int src = scanner.nextInt();

            int dest = scanner.nextInt();

            // Add the destination vertex to the adjacency list of the source vertex

            adjList.get(src).add(dest);

            // Add the source vertex to the adjacency list of the destination vertex (undirected graph)

            adjList.get(dest).add(src);

        }

        // Prompt and read the edge to be removed

        int removeSrc = scanner.nextInt();

        int removeDest = scanner.nextInt();

        // Remove the edge from the adjacency list of the source vertex

        // (casting to Integer to avoid removing by index)

        adjList.get(removeSrc).remove((Integer) removeDest);

        // Remove the edge from the adjacency list of the destination vertex

        // (casting to Integer to avoid removing by index)

        adjList.get(removeDest).remove((Integer) removeSrc);

        // Display the updated adjacency list

        for (int i = 0; i < V; i++) {

            // Print the vertex and its adjacent vertices

            System.out.print("Adjacent vertices of vertex " + i + ":");

            for (Integer vertex : adjList.get(i)) {

                // Print each adjacent vertex

                System.out.print(" " + vertex);

            }

            // Move to the next line after printing all adjacent vertices for the current vertex

            System.out.println();

        }

        // Close the Scanner object to free up resources

        scanner.close();

    }

}

**Problem Statement**

Given the root of a directed graph, write a program to check whether the graph contains a cycle or not.

**Examples**
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**Input:**

4 6

0 1

0 2

1 2

2 0

2 3

3 3

**Output:**

Yes, graph contains a cycle

The diagram clearly shows a cycle 0 -> 2 -> 0.
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**Input:**

4 4

0 1

1 2

0 2

2 3

**Output:**

No, graph doesn't contain a cycle.

The diagram clearly shows there is no cycle.

**Input format :**

The first line of input consists of two integers **N** and**E**, representing the number of vertices and edges, respectively.

The next **E** lines contain two integers each source and destination, representing a directed edge from source to destination.

**Output format :**

If the graph contains a cycle, print "Yes, graph contains a cycle".

If the graph doesn't contain a cycle, print "No, graph doesn't contain a cycle".

**Refer to the sample output for formatting specifications.**

**Code constraints :**

In this scenario, the given test cases will fall under the following constraints:

1 ≤ N ≤ 7

0 ≤ E ≤ 7

0 ≤ source, destination < N (vertices are numbered from 0 to N−1)

**Sample test cases :**

**Input 1 :**

4 6

0 1

0 2

1 2

2 0

2 3

3 3

**Output 1 :**

Yes, graph contains a cycle

**Input 2 :**

4 4

0 1

1 2

0 2

2 3

**Output 2 :**

No, graph doesn't contain a cycle

**Solution:**

import java.util.ArrayList;

import java.util.List;

import java.util.Scanner;

class DirectedGraphCycleDetection {

    public static void main(String[] args) {

        // Create a Scanner object to read user input

        Scanner scanner = new Scanner(System.in);

        // Prompt and read the number of vertices (N) in the graph

        int N = scanner.nextInt();

        // Prompt and read the number of edges (E) in the graph

        int E = scanner.nextInt();

        // Initialize the adjacency list where each vertex has its own list

        List<List<Integer>> adjList = new ArrayList<>();

        for (int i = 0; i < N; i++) {

            // Create an empty list for each vertex

            adjList.add(new ArrayList<>());

        }

        // Read the edges and populate the adjacency list

        for (int i = 0; i < E; i++) {

            int src = scanner.nextInt();

            int dest = scanner.nextInt();

            // Add the destination vertex to the adjacency list of the source vertex

            adjList.get(src).add(dest);

        }

        // Array to keep track of visited vertices

        boolean[] visited = new boolean[N];

        // Array to keep track of vertices in the current recursion stack

        boolean[] recStack = new boolean[N];

        // Variable to track if a cycle is detected

        boolean containsCycle = false;

        // Check for a cycle in each connected component of the graph

        for (int i = 0; i < N; i++) {

            if (dfs(i, adjList, visited, recStack)) {

                containsCycle = true;

                break; // Exit the loop if a cycle is found

            }

        }

        // Output the result

        if (containsCycle) {

            System.out.println("Yes, graph contains a cycle");

        } else {

            System.out.println("No, graph doesn't contain a cycle");

        }

        // Close the Scanner object to free up resources

        scanner.close();

    }

    /\*\*

     \* Depth-First Search (DFS) to detect a cycle in the directed graph.

     \* @param vertex The current vertex to explore.

     \* @param adjList The adjacency list representation of the graph.

     \* @param visited Array to keep track of visited vertices.

     \* @param recStack Array to keep track of vertices in the current recursion stack.

     \* @return true if a cycle is detected, false otherwise.

     \*/

    private static boolean dfs(int vertex, List<List<Integer>> adjList, boolean[] visited, boolean[] recStack) {

        // If the vertex is already in the recursion stack, a cycle is detected

        if (recStack[vertex]) {

            return true;

        }

        // If the vertex is already visited and not in the recursion stack, no cycle from this vertex

        if (visited[vertex]) {

            return false;

        }

        // Mark the vertex as visited and add it to the recursion stack

        visited[vertex] = true;

        recStack[vertex] = true;

        // Explore all neighbors of the current vertex

        for (int neighbor : adjList.get(vertex)) {

            // If the DFS traversal from the neighbor detects a cycle, return true

            if (dfs(neighbor, adjList, visited, recStack)) {

                return true;

            }

        }

        // Remove the vertex from the recursion stack before backtracking

        recStack[vertex] = false;

        return false;

    }

}

**Detailed Explanation:**

1. **Imports**:
   * **import java.util.ArrayList;** and **import java.util.List;**: These imports are used for working with lists to store the adjacency list.
   * **import java.util.Scanner;**: This import is used to read user input from the console.
2. **Main Method**:
   * **Scanner scanner = new Scanner(System.in);**: Initializes a Scanner object to read input from the user.
   * **int N = scanner.nextInt();**: Reads the number of vertices in the graph.
   * **int E = scanner.nextInt();**: Reads the number of edges in the graph.
   * **List<List<Integer>> adjList = new ArrayList<>();**: Initializes an adjacency list where each vertex has an associated list of adjacent vertices.
   * **for (int i = 0; i < N; i++) { adjList.add(new ArrayList<>()); }**: Initializes an empty adjacency list for each vertex.
3. **Populating Adjacency List**:
   * **for (int i = 0; i < E; i++) { int src = scanner.nextInt(); int dest = scanner.nextInt(); adjList.get(src).add(dest); }**: Reads each edge and populates the adjacency list. Each edge is directed from src to dest.
4. **Cycle Detection**:
   * **boolean[] visited = new boolean[N];**: Array to keep track of whether a vertex has been visited during the DFS traversal.
   * **boolean[] recStack = new boolean[N];**: Array to keep track of vertices currently in the recursion stack (used to detect cycles).
   * **boolean containsCycle = false;**: Variable to indicate if a cycle has been detected.
5. **DFS Traversal**:
   * **for (int i = 0; i < N; i++) { if (dfs(i, adjList, visited, recStack)) { containsCycle = true; break; } }**: Iterates through all vertices to ensure that all connected components are checked for cycles.
6. **DFS Method**:
   * **if (recStack[vertex]) { return true; }**: If the current vertex is in the recursion stack, a cycle is detected.
   * **if (visited[vertex]) { return false; }**: If the vertex has been visited and is not in the recursion stack, no cycle is detected from this vertex.
   * **visited[vertex] = true; recStack[vertex] = true;**: Marks the vertex as visited and adds it to the recursion stack.
   * **for (int neighbor : adjList.get(vertex)) { if (dfs(neighbor, adjList, visited, recStack)) { return true; } }**: Recursively explores all neighbors of the current vertex.
   * **recStack[vertex] = false;**: Removes the vertex from the recursion stack before backtracking.
7. **Output**:
   * **if (containsCycle) { System.out.println("Yes, graph contains a cycle"); } else { System.out.println("No, graph doesn't contain a cycle"); }**: Outputs whether a cycle was detected or not.
8. **Closing Scanner**:
   * **scanner.close();**: Closes the Scanner object to release resources.

This code effectively detects cycles in a directed graph using depth-first search (DFS) and recursion, employing a recursion stack to track vertices and detect cycles.

**Static data:**

import java.util.ArrayList;

import java.util.List;

public class DirectedGraphCycleDetection {

    public static void main(String[] args) {

        // Static data for testing

        int N = 4; // Number of vertices

        int E = 4; // Number of edges

        // Initialize the adjacency list

        List<List<Integer>> adjList = new ArrayList<>();

        for (int i = 0; i < N; i++) {

            adjList.add(new ArrayList<>());

        }

        // Static edges

        int[][] edges = {

            {0, 1}, // Edge from vertex 0 to vertex 1

            {1, 2}, // Edge from vertex 1 to vertex 2

            {2, 0}, // Edge from vertex 2 to vertex 0 (creates a cycle)

            {2, 3}  // Edge from vertex 2 to vertex 3

        };

        // Populate the adjacency list with static edges

        for (int i = 0; i < E; i++) {

            int src = edges[i][0];

            int dest = edges[i][1];

            adjList.get(src).add(dest);

        }

        // Check if the graph contains a cycle

        boolean containsCycle = false;

        boolean[] visited = new boolean[N];

        boolean[] recStack = new boolean[N];

        for (int i = 0; i < N; i++) {

            if (dfs(i, adjList, visited, recStack)) {

                containsCycle = true;

                break;

            }

        }

        // Output the result

        if (containsCycle) {

            System.out.println("Yes, graph contains a cycle");

        } else {

            System.out.println("No, graph doesn't contain a cycle");

        }

    }

    /\*\*

     \* Depth-First Search (DFS) to detect a cycle in the directed graph.

     \* @param vertex The current vertex to explore.

     \* @param adjList The adjacency list representation of the graph.

     \* @param visited Array to keep track of visited vertices.

     \* @param recStack Array to keep track of vertices in the current recursion stack.

     \* @return true if a cycle is detected, false otherwise.

     \*/

    private static boolean dfs(int vertex, List<List<Integer>> adjList, boolean[] visited, boolean[] recStack) {

        if (recStack[vertex]) {

            return true; // Cycle detected

        }

        if (visited[vertex]) {

            return false; // No cycle detected from this vertex

        }

        // Mark the vertex as visited and add it to the recursion stack

        visited[vertex] = true;

        recStack[vertex] = true;

        // Explore all neighbors of the current vertex

        for (int neighbor : adjList.get(vertex)) {

            if (dfs(neighbor, adjList, visited, recStack)) {

                return true; // Cycle detected

            }

        }

        // Remove the vertex from the recursion stack before backtracking

        recStack[vertex] = false;

        return false; // No cycle detected

    }

}

**Problem Statement**

Sanjay is writing a program to manage an undirected graph using an adjacency list representation. Users will initially input the vertices to create the edges. The program will display the adjacency list of the graph.

Assist Sanjay in creating the program.

**Input format :**

The input consists of 5 nodes.

Edge information: ab ae bc bd be cd de.

**Output format :**

The output prints the adjacency list representation of the graph.

**Refer to the sample output for formatting specifications.**

**Code constraints :**

0 ≤ node values ≤ 10

**Sample test cases :**

**Input 1 :**

0 1 2 3 4

**Output 1 :**

vertex 0: head -> 4 -> 1

vertex 1: head -> 4 -> 3 -> 2 -> 0

vertex 2: head -> 3 -> 1

vertex 3: head -> 4 -> 2 -> 1

vertex 4: head -> 3 -> 1 -> 0

**Input 2 :**

1 2 3 4 0

**Output 2 :**

vertex 0: head -> 4 -> 2 -> 1

vertex 1: head -> 0 -> 2

vertex 2: head -> 0 -> 4 -> 3 -> 1

vertex 3: head -> 4 -> 2

vertex 4: head -> 0 -> 3 -> 2

import java.util.LinkedList;

import java.util.Scanner;

class AdjListNode {

    int dest;

    AdjListNode next;

    public AdjListNode(int dest) {

        this.dest = dest;

        this.next = null;

    }

}

class AdjList {

    AdjListNode head;

}

class Graph {

    int V;

    AdjList[] array;

    public Graph(int V) {

        this.V = V;

        array = new AdjList[V];

        for (int i = 0; i < V; ++i) {

            array[i] = new AdjList();

            array[i].head = null;

        }

    }

    public void addEdge(int src, int dest) {

        AdjListNode newNode = new AdjListNode(dest);

        newNode.next = array[src].head;

        array[src].head = newNode;

        newNode = new AdjListNode(src);

        newNode.next = array[dest].head;

        array[dest].head = newNode;

    }

    public void printGraph() {

        for (int v = 0; v < V; ++v) {

            AdjListNode pCrawl = array[v].head;

            System.out.print("vertex " + v + ": head");

            while (pCrawl != null) {

                System.out.print(" -> " + pCrawl.dest);

                pCrawl = pCrawl.next;

            }

            System.out.println();

        }

    }

}

public class Main {

    public static void main(String[] args) {

        int V = 5;

        Scanner sc = new Scanner(System.in);

        int a = sc.nextInt();

        int b = sc.nextInt();

        int c = sc.nextInt();

        int d = sc.nextInt();

        int e = sc.nextInt();

        sc.close();

        Graph graph = new Graph(V);

        graph.addEdge(a, b);

        graph.addEdge(a, e);

        graph.addEdge(b, c);

        graph.addEdge(b, d);

        graph.addEdge(b, e);

        graph.addEdge(c, d);

        graph.addEdge(d, e);

        graph.printGraph();

    }

}

**Problem Statement**

Imagine you are working on a project to visualize the relationships between various cities in a transportation network. Each city is represented as a vertex, and the direct routes between cities are represented as edges in an undirected graph.

Your task is to write a program that reads the number of cities (vertices) and the direct routes (edges), constructs the adjacency matrix for the graph, and then prints this matrix to help in the analysis of the connectivity between the cities.

**Input format :**

The first line of input consists of an integer**v,**representing the number of cities(vertices).

The second line consists of an integer **e,** representing the direct routes(edges).

The following e consists of the edge information.

**Output format :**

The output prints the adjacency matrix of the graph.

**Refer to the sample output for formatting specifications.**

**Code constraints :**

1 ≤ v, e ≤ 20

**Sample test cases :**

**Input 1 :**

5

3

1 2

2 4

3 5

**Output 1 :**

0 1 0 0 0

1 0 0 1 0

0 0 0 0 1

0 1 0 0 0

0 0 1 0 0

**Input 2 :**

6

4

1 2

2 3

3 4

3 5

**Output 2 :**

0 1 0 0 0 0

1 0 1 0 0 0

0 1 0 1 1 0

0 0 1 0 0 0

0 0 1 0 0 0

0 0 0 0 0 0

import java.util.Scanner;

class AdjacencyMatrixGraph {

    public static void main(String[] args) {

        // Create a Scanner object to read input from the user

        Scanner scanner = new Scanner(System.in);

        // Read the number of vertices (cities) in the graph

        int v = scanner.nextInt();

        // Read the number of edges (direct routes) in the graph

        int e = scanner.nextInt();

        // Initialize the adjacency matrix with size v x v, initially filled with zeros

        // This matrix will represent the graph where adjMatrix[i][j] is 1 if there is an edge from vertex i to vertex j, otherwise 0

        int[][] adjMatrix = new int[v][v];

        // Read each edge and populate the adjacency matrix

        for (int i = 0; i < e; i++) {

            // Read the source and destination of the edge

            int src = scanner.nextInt() - 1; // Subtract 1 to convert from 1-based to 0-based index

            int dest = scanner.nextInt() - 1; // Subtract 1 to convert from 1-based to 0-based index

            // Update the adjacency matrix for the undirected edge

            adjMatrix[src][dest] = 1; // Set entry to 1 to indicate an edge from src to dest

            adjMatrix[dest][src] = 1; // Set entry to 1 to indicate an edge from dest to src (since the graph is undirected)

        }

        // Print the adjacency matrix

        // Each row of the matrix represents the edges connected to a particular vertex

        for (int i = 0; i < v; i++) {

            for (int j = 0; j < v; j++) {

                // Print the value of adjMatrix[i][j] which is either 0 or 1

                // 1 indicates an edge exists between vertex i and vertex j

                System.out.print(adjMatrix[i][j] + " ");

            }

            // Print a new line after each row of the matrix

            System.out.println();

        }

        // Close the Scanner object to prevent resource leaks

        scanner.close();

    }

}

**Detailed Explanation:**

1. **Import Statement**:

java

Copy code

import java.util.Scanner;

This imports the Scanner class from the java.util package, which is used to read input from the console.

1. **Class Declaration**:

java

Copy code

class AdjacencyMatrixGraph {

Defines the class AdjacencyMatrixGraph.

1. **Main Method**:

java

Copy code

public static void main(String[] args) {

The entry point of the Java application.

1. **Scanner Object Creation**:

java

Copy code

Scanner scanner = new Scanner(System.in);

Creates a Scanner object to read input from the console.

1. **Reading Number of Vertices**:

java

Copy code

int v = scanner.nextInt();

Reads the number of vertices (v) from the user input.

1. **Reading Number of Edges**:

java

Copy code

int e = scanner.nextInt();

Reads the number of edges (e) from the user input.

1. **Initializing Adjacency Matrix**:

java

Copy code

int[][] adjMatrix = new int[v][v];

Initializes a 2D array adjMatrix of size v x v, where all elements are initially set to 0. This matrix will represent the graph.

1. **Populating the Adjacency Matrix**:

java

Copy code

for (int i = 0; i < e; i++) {

int src = scanner.nextInt() - 1;

int dest = scanner.nextInt() - 1;

adjMatrix[src][dest] = 1;

adjMatrix[dest][src] = 1;

}

* + Reads e pairs of integers from the input, where each pair represents an edge between vertices.
  + Converts 1-based indices to 0-based indices (by subtracting 1).
  + Updates the matrix to reflect the presence of an undirected edge.

1. **Printing the Adjacency Matrix**:

java

Copy code

for (int i = 0; i < v; i++) {

for (int j = 0; j < v; j++) {

System.out.print(adjMatrix[i][j] + " ");

}

System.out.println();

}

* + Iterates through each cell of the matrix and prints it.
  + Each row corresponds to a vertex, and each cell in a row shows whether there is an edge to another vertex.

1. **Closing the Scanner**:

java

Copy code

scanner.close();

Closes the Scanner object to release resources.

**Static Data**

class AdjacencyMatrixGraph {

  public static void main(String[] args) {

      // Static data for testing

      int v = 5; // Number of vertices (cities)

      int e = 4; // Number of edges (direct routes)

      // Initialize the adjacency matrix with size v x v, initially filled with zeros

      int[][] adjMatrix = new int[v][v];

      // Static edge information

      int[][] edges = {

          {1, 2},

          {2, 3},

          {3, 4},

          {4, 5}

      };

      // Populate the adjacency matrix with the static edge data

      for (int i = 0; i < e; i++) {

          int src = edges[i][0] - 1; // Convert from 1-based to 0-based index

          int dest = edges[i][1] - 1; // Convert from 1-based to 0-based index

          adjMatrix[src][dest] = 1; // Set entry to 1 to indicate an edge from src to dest

          adjMatrix[dest][src] = 1; // Set entry to 1 to indicate an edge from dest to src (since the graph is undirected)

      }

      // Print the adjacency matrix

      System.out.println("Adjacency Matrix:");

      for (int i = 0; i < v; i++) {

          for (int j = 0; j < v; j++) {

              System.out.print(adjMatrix[i][j] + " ");

          }

          System.out.println();

      }

  }

}